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194  Higher Order Mutation Testing. Information and Software Technology, 2009, 51, 1379-1393. 4.4 216

Empirical evaluation of a nesting testabili‘gv transformation for evolutionary testing. ACM
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